Homework 4

Jiaqi Li

1.

(a) τ1 + τ2 – 2τ3  = 1(μ + τ1) + 1(μ + τ2 ) – 2(μ + τ3 )

Here, b1 = 1, b2 =1, b3 =–2

Thus, τ1 + τ2 – 2τ3 is estimable.

The LSE is:

τ̂1  + τ̂2 –2τ̂3 = Y̅1∙ +Y̅2∙ – 2Y̅3∙

(b) μ + τ3 = 0 (μ + τ1) + 0(μ + τ2 ) + 1(μ + τ3 )

Here, b1 = 0, b2 =0, b3 =1

Thus, μ + τ3 is estimable.

The LSE is:

μ̂ + τ̂­3 = Y̅3∙

(c) τ1 – τ2 – τ3

Since it cannot be written as a function of , it is not estimable.

(d) μ + (τ1 + τ2 + τ3)/3 = (μ + τ1) + (μ + τ2 ) + (μ + τ3 )

Here, b1 = b2 = b3 =

Thus, μ + (τ1 + τ2 + τ3)/3 is estimable.

The LSE is:

μ̂ + (τ̂ 1 + τ̂ 2 + τ̂ 3)/3 = Y̅1∙ + Y̅2∙ + Y̅3∙

2.

(a)

**The ANOVA model is:**

**Yit = μ + τi + ϵit i=1,2,3 t=1,2,3,4**

**ϵit ∼ N(0, σ2), where ϵit are iid.**

(b)

**LSEdeodorant = μ̂ + τ̂2 = Y̅2∙ = = 2.7**

(c)

**τregular – (τdeodorant + τmoisturizing )/2 = 1(μ + τregular ) – (μ + τdeoderant ) – (μ + τmoisturizing )**

Thus, τregular – (τdeodorant + τmoisturizing )/2 is **estimable** where b1 =1, b2 =– , b3 =–

LSE = τ̂regular – (τ̂deodorant + τ̂moisturizing )/2 = Y̅1∙ – Y̅2∙ – Y̅3∙

= – × – ×

=-0.035 – 1.35 – 0.99625 = –2.38125

**The LSE of τregular – (τdeodorant + τmoisturizing )/2 is –2.38125**

(d)

> type=c(rep("Regular",4),rep("Deordorant",4),rep("Moisturizing",4))

> cube=1:12

> weightloss=c(-0.30,-0.10,-0.14,0.40,2.63,2.61,2.41,3.15,1.86,2.03,2.26,1.82)

>

> experiment=data.frame(type,weightloss)

> experiment

type weightloss

1 Regular -0.30

2 Regular -0.10

3 Regular -0.14

4 Regular 0.40

5 Deordorant 2.63

6 Deordorant 2.61

7 Deordorant 2.41

8 Deordorant 3.15

9 Moisturizing 1.86

10 Moisturizing 2.03

11 Moisturizing 2.26

12 Moisturizing 1.82

>

> aov.experiment=aov(weightloss~type)

> aov.experiment

Call:

aov(formula = weightloss ~ type)

Terms:

type Residuals

Sum of Squares 16.122050 0.694575

Deg. of Freedom 2 9

Residual standard error: 0.2778039

Estimated effects may be unbalanced

>

> lsm.experiment=lsmeans(aov.experiment, "type")

> lsm.experiment

type lsmean SE df lower.CL upper.CL

Deordorant 2.7000 0.1389019 9 2.385782 3.014218

Moisturizing 1.9925 0.1389019 9 1.678282 2.306718

Regular -0.0350 0.1389019 9 -0.349218 0.279218

Confidence level used: 0.95

> contrast(lsm.experiment,list("Regular.minus.(Deoderant.plus.Moisturizing).divided.by.2"=c(-1/2,-1/2,1)))

contrast estimate SE

Regular.minus.(Deoderant.plus.Moisturizing).divided.by.2 -2.38125 0.1701194

df t.ratio p.value

9 -13.998 <.0001

**By looking at the chart, we have:**

**μ̂ + τ̂2  = 2.7000**

**τ̂regular – (τ̂deodorant + τ̂moisturizing )/2 = -2.38125**

**These data are the same as I calculated in part(b) and part(c).**

3.

(a)

> push=c(rep("0",7),rep("1",10),rep("2",10),rep("3",5))

> time=c(38.14,38.20,38.31,38.14,38.29,38.17,38.20,38.28,38.17,38.08,38.25,38.18,38.03,37.95,38.26,38.30,38.21,38.17,38.13,38.16,38.30,38.34,38.34,38.17,38.18,38.09,38.06,38.14,38.30,38.21,38.04,38.37)

> experiment.light=data.frame(push,time)

> experiment.light

push time

1 0 38.14

2 0 38.20

3 0 38.31

4 0 38.14

5 0 38.29

6 0 38.17

7 0 38.20

8 1 38.28

9 1 38.17

10 1 38.08

11 1 38.25

12 1 38.18

13 1 38.03

14 1 37.95

15 1 38.26

16 1 38.30

17 1 38.21

18 2 38.17

19 2 38.13

20 2 38.16

21 2 38.30

22 2 38.34

23 2 38.34

24 2 38.17

25 2 38.18

26 2 38.09

27 2 38.06

28 3 38.14

29 3 38.30

30 3 38.21

31 3 38.04

32 3 38.37

>

> as.numeric(experiment.light$push)

[1] 1 1 1 1 1 1 1 2 2 2 2 2 2 2 2 2 2 3 3 3 3 3 3 3 3 3 3 4 4 4 4 4

>

> plot(time~push,main="Plot of Waiting Time Against Number of Pushes")

![](data:image/png;base64,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)

**The graph shows that each treatment has approximately the same median, and treatment 1, 2, 3 have approximately the same range of IQR while treatment 1 has comparatively smaller range of IQR.**

(b)

**The ANOVA model is:**

**Yit = μ + τi + ϵit i=0,1,2,3 t=1,2,3,4**

**ϵit ∼ N(0, σ2), where ϵit are iid.**

(c)

> mean.0=mean(time[push=="0"])

> mean.0

[1] 38.20714

> mean.1=mean(time[push=="1"])

> mean.1

[1] 38.171

> mean.2=mean(time[push=="2"])

> mean.2

[1] 38.194

> mean.3=mean(time[push=="3"])

> mean.3

[1] 38.212

**The mean waiting times for 0, 1, 2, 3 pushes are 38.20714, 38.171, 38.194, 38.212**

**Y̅0∙ = 38.20714**

**Y̅1∙ = 38.171**

**Y̅2∙ = 38.194**

**Y̅3∙ = 38.212**

(d)

**τ1 – τ0 = 0(μ + τ3) + 0(μ + τ2) + 1(μ + τ1) – 1(μ + τ0)**

Thus, τ1 – τ0 is **estimable** where b0=-1, b1=1, b2=0, b3=0

> aov.light=aov(time~push)

> aov.light

Call:

aov(formula = time ~ push)

Terms:

push Residuals

Sum of Squares 0.00804714 0.30595286

Deg. of Freedom 3 28

Residual standard error: 0.1045318

Estimated effects may be unbalanced

> lsm.light=lsmeans(aov.light, "push")

> lsm.light

push lsmean SE df lower.CL upper.CL

0 38.20714 0.03950929 28 38.12621 38.28807

1 38.17100 0.03305584 28 38.10329 38.23871

2 38.19400 0.03305584 28 38.12629 38.26171

3 38.21200 0.04674802 28 38.11624 38.30776

Confidence level used: 0.95

> contrast(lsm.light,list("1.minus.0"=c(-1,1,0,0)))

contrast estimate SE df t.ratio p.value

1.minus.0 -0.03614286 0.05151381 28 -0.702 0.4887

**Thus, the LSE is:**

**τ̂1 – τ̂0 = -0.03614286**

(e)

**(τ1 + τ2 + τ3)/3 ­– τ0 = (μ + τ3) + (μ + τ2) + (μ + τ1) – 1(μ + τ0)**

Thus, (τ1 + τ2 + τ3)/3 ­– τ0 is **estimable** where b0=-1, b1=, b2=, b3=

> contrast(lsm.light,list("(1.plus.2.plus.3).divided.by.3.minus.0"=c(-1,1/3,1/3,1/3)))

contrast estimate SE df t.ratio p.value

(1.plus.2.plus.3).divided.by.3.minus.0 -0.01480952 0.04523962 28 -0.327 0.7458

**Thus, the LSE is:**

**(τ̂1 + τ̂2 + τ̂3)/3 ­– τ̂0 = -0.01480**

**R code:**

**install.packages("lsmeans")**

**library(lsmeans)**

**#2-------------------------------------------------------------------------------**

**type=c(rep("Regular",4),rep("Deordorant",4),rep("Moisturizing",4))**

**cube=1:12**

**weightloss=c(-0.30,-0.10,-0.14,0.40,2.63,2.61,2.41,3.15,1.86,2.03,2.26,1.82)**

**experiment=data.frame(type,weightloss)**

**experiment**

**aov.experiment=aov(weightloss~type)**

**aov.experiment**

**lsm.experiment=lsmeans(aov.experiment, "type")**

**lsm.experiment**

**contrast(lsm.experiment,list("Regular.minus.(Deoderant.plus.Moisturizing).divided.by.2"=c(-1/2,-1/2,1)))**

**#3------------------------------------------------------------------------------**

**push=c(rep("0",7),rep("1",10),rep("2",10),rep("3",5))**

**time=c(38.14,38.20,38.31,38.14,38.29,38.17,38.20,38.28,38.17,38.08,38.25,38.18,38.03,37.95,38.26,38.30,38.21,38.17,38.13,38.16,38.30,38.34,38.34,38.17,38.18,38.09,38.06,38.14,38.30,38.21,38.04,38.37)**

**experiment.light=data.frame(push,time)**

**experiment.light**

**as.numeric(experiment.light$push)**

**plot(time~push,main="Plot of Waiting Time Against Number of Pushes")**

**aov.light=aov(time~push)**

**aov.light**

**mean.0=mean(time[push=="0"])**

**mean.0**

**mean.1=mean(time[push=="1"])**

**mean.1**

**mean.2=mean(time[push=="2"])**

**mean.2**

**mean.3=mean(time[push=="3"])**

**mean.3**

**lsm.light=lsmeans(aov.light, "push")**

**lsm.light**

**contrast(lsm.light,list("1.minus.0"=c(-1,1,0,0)))**

**contrast(lsm.light,list("(1.plus.2.plus.3).divided.by.3.minus.0"=c(-1,1/3,1/3,1/3)))**